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Lecture – 11 

Instruction Set 
 

So welcome to unit number 5 of the module on addressing mode instruction set and instruction 

execution flow. 

(Refer Slide Time: 00:34) 

 

So, till now basically we have mainly concentrating on how what is the basic instruction how 

it looks like and how it basically executes, now from now onwards we just try to go in more 

depth of basically how instruction works, how it is designed, how it can be clustered, what are 

the different type of sets in which you can club them etcetera. 

So, in the last unit we basically saw about what is the basic instruction format that what it has, 

it has opcode different maybe depending on the instruction format it can have 1 address 2 

address or even 0 address; now in this unit basically on instruction set we are going to see in 

more depth of how the instructions can be clubbed based on their functionalities. So, this is a 

small module sorry it is a small unit of the module in which case we will try to categorize the 
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say instructions based on their functionalities, many times we have discussed while discussing 

in this module that it can be of arithmetic type, logical type or data transfer type. 

But in this case we will look into more depth of those classes and basically if you are executing 

an instruction, what are the different registers that are set, so slightly in more depth we will go 

in this ok. 

(Refer Slide Time: 01:46) 

 

So, in this case basically what is this unit summary about. So, in this unit basically we will be 

classifying the instruction based on their functionalities and in each class what are the different 

type of instructions available we will be looking in depth. So, basically first is the data transfer, 

we all know that if the some instructions like load, store etc. Transfer data from basically based 

on one memory location to other, the memory location can be a register; it can be an 

accumulator, it can be a memory location in the main memory or it can be a cache. So, anyway 

we are not concentrating on the cache that way because, already we have told you and in 

between the registers and the main memory there are element of memory called cache, in which 

case wherever you want to execute some code a part of that main memory; where you are going 

to executive or the temporal data are loaded into the cache.  

So, you can easily access them because the cache is inside the processor, but anyway that we 

will take in more details in our future module on memory. So, basically for us right now the 

classification of instruction of data transfer means you have to transfer data from 1 memory 
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location to another and in the last unit, we have seen that the how many such operations can be 

done in an instruction depends on the number of addresses. 

If it is a 3 address then we can have more number of data transfers corresponding to a 2 

addresses and so forth. So, basically what happens in this case so it has to calculate the address 

of the operands based on the addressing mode; so if the addresses then actually those things 

will be detailed out in a future module then basically you first find out whether the value of 

this memory location is available in the cache and if it is in the cache you can directly fetch it 

and if it is not in the cache then you have to read from the memory module; but in fact, this 

will be more dealt in more details in a future module as we have discussed just told right now. 

But in our as of now we have to just understand that it’s a transfer of data from one memory 

location to another. 

(Refer Slide Time: 03:40) 

 

So, as I told you we will be going into depth of basically or we will look into the more details 

of what are the exact type of memory, such type of data operation data or means what do I say 

that is data transfer operations. So, basically we have store so transfer one word of the transfer 

word from transfer to memory that is some operations you have already done in the processor 

and you store the result to a memory. 

So, that memory is generally a main memory sometimes it can also be a register, there 

something called load fetch that is you actually transfer the word from memory to a processor; 

that can be passed to the register it can be passed to the register and accumulator. Exchange 
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such type of instructions are also there in which we can swap the contents. Clear, reset, set and 

reset also very important operations, there are some instructions which you can make all the 

values of memory location 0 or 1.  

So, set and reset are also a class of operations which fall under this set, push and pop as I told 

you that you have to push a value to a register means stack and pop a value from the stack is 

also falls in the class of data transfer based or data operation or data movement based 

instruction. So, that is data transfer based instruction. So, as I told you that push and pop 

basically corresponds to a stack based machine or a 0 address based instruction; next is 

basically the arithmetic. 

(Refer Slide Time: 05:00) 

 

So as I told you that overall we have been discussing throughout in many of the units over here, 

that there are 3 types of operable basically like mainly heart of all the computation is arithmetic 

and logic; that is you have to add 2 numbers, you have to multiply 2 numbers there is all the 

mathematical operations like add, subtract, multiply, divide, absolute, negate, increment, 

decrement. So, whatever things are whatever we know about standard mathematical operations 

the all the instruction sets or the instructions dedicated to it will be called as arithmetic 

operation.  

But again as I highlighted in the last unit that add can be of several types the that add immediate; 

that means, you will have to add the value of 1 operand will be available instruction itself, add 
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two memory locations value of the 2 memory locations will be loaded then it can be add 

indirect.  

So, as I idea is that even for add, subtract, multiply at each particular also particular operation 

also; there can be lot of variations as simply add immediate and add from memory immediate 

means the operand value will be will be given in the instruction itself. So, each can have a lot 

of different variations itself increment 1, increment, decrement, increment by 1, increment by 

2 they are quite standard like negate, absolute, they do not have much variations like add, 

subtract, multiply you have lot of variations. 

(Refer Slide Time: 06:16) 

 

Next is basically logical one logical means they are mainly basically bit wise operation so like 

and, or, not, exclusive or, then actually very important these are the standard ones, but there 

are some important ones like left shift, right shift, compare that is this test and compare actually 

these things are very important as we will see more on the in the future module, future unit we 

will be looking at the jump instruction or conditional instruction execution.  

So, in that case actually test and compare this will be very very important that whenever some 

mathematical operations are done basically some flag values are set. So, you can test those flag 

values that whether the 0 flag is set then you take a jump instruction, you compare two 

arithmetic operations and then some set some values. So, if you compare 2 values like comp a, 

b. That means compare the register value a register value b if they are equal some flags will be 

set. 
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So, this type of instructions basically fall under the category of a logical instruction, like and 

or not are basic logics, left shift right shift are very simple, test and compare are very very 

important logical instructions which will be used for execution of jump instructions mainly; 

then some control variables can be set for some kind of protection purpose like interrupts etc, 

which will be dealt in later. In a nutshell these are some of the instructions basically which fall 

into the class of logical instructions. That is till now we were saying that and, or, not are mainly 

the logical instructions, but apart from the basic ones these are other very important logic 

instructions. 

(Refer Slide Time: 07:46) 

 

And then there are some instructions for I/O generally many of the cases we say that the I/O is 

a part of the data transfer operation, but for many cases we can also classify them as the input 

output; basically you read from some port, you write from some port that is the input output 

devices are available. So, there will be a whole module on I/O which will be taught by the other 

faculty members who are dealing with the courses. So, in that case it is more or less a data 

transfer like input is read output is write, but in this case it will not be exactly from a memory.  

So, it will be from some output devices like it can be a mouse it can be a keyboard etc. So, 

there we have full unit dedicated to that maybe I can say start of I/O; that means, say I want to 

read from the keyboard. So there will be one instruction for that, test an I/O. So, whether the 

device from where I am going to read or write is functionally proper or not. So, there is another 

full sector of the operations or instructions basically which are dedicated to I/O sometimes 
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mean till now it means as a separate unit dedicated for I/O. So, till now we are not discussing 

much about input output, because sometimes in a very broad sense or an abstract sense we can 

also call it the data transfer operation. Because you are going to read, you are going to write, 

start. Start can be a control instruction, test can be again a control instruction or it can be a in 

fact logical operation you can tell like that. In a read write from a memory is very simple data 

transfer operation. But when you are talking to some input output devices it will be a I/O 

instruction like start and test I/O can be control or you can think of logical, but when you are 

talk about specifically about connection to an into other devices apart from memory then 

actually it’s an I/O instruction. So, these part will be delta more details in a future module on 

I/O. 

Then in the last part actually of this classification in the control instructions, as I told you so 

generally the instruction goes in sequence, but based on some conditions of an operation some 

flags may be set based on the value of the flag you can take the next instruction or some other 

instruction that is the conditional instructions. 

(Refer Slide Time: 09:48) 

 

Important conditional instructions are branch there is unconditional, load this specific address 

wherever you want to jump. Conditional means you have to check the value of the flag; if it is 

true you take that location or you continue as procedural. Next step jump to subroutine basically 

if there subroutines in the code you jump to that procedure, return, means after completing this 

subroutine or the interrupt subroutine ISR you go back to from where the procedure was called, 
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so in that case all the values of the PC etc has be brought back from the stack and it has to go 

some other instructions has keep conditional, that is next instruction may be skipped next 

instructions may be skipped on some conditions.  

So, basically these are in a nutshell the broad classification of conditional instruction; jump, 

jump conditional, jump to route subroutine, return from the subroutine, skip an instruction, skip 

an instruction based on some condition and halt. Halt is also a very important control 

instruction, where you stop the code. Again as we are discussing everything for pedagogical 

perspective. 

(Refer Slide Time: 10:42) 

 

So, again this is basically a recall and a knowledge based kind of an objectives mainly in this 

case, you will be able to after doing this unit you will be able to discuss the different type of 

operations inside a processor mainly between a processor and a memory that is data transfer 

operation, you will be able to explain about the arithmetic and logical operations. 

You will have some idea and you will describe about I/O handling system and control 

operations of a processor, you will be able to describe the basic idea and in fact, a separate 

module we will discuss in depth and comprehension means here; you will be able to discuss 

how to program a processor in a machine level assembly language high level languages.  

Basically the idea is that after doing this unit and also from the knowledges of some of the 

previous units, you will be able to tell that given a code a high level code, how what will be the 
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assembly language level, what will be the instruction at the assembly level, what will be the 

binary version of the machine level and what will be the corresponding high level; that means, 

given a high level code you will be able to translate it into assembly language and a machine 

language and discuss how it basically executes. 

(Refer Slide Time: 11:45) 

 

So, without I mean as I told you this unit is basically you can think as a second part of the last 

unit on the what about the instruction set, basically we are discussing on the instruction format. 

So, these last 2 units that is you so in fact if you look at it. So, instruction format and instruction 

set you can call that at the 2 small units there one is covering about the different formats and 

this one this unit is to talking about the basic classification based on some operations.  

So in fact, that is why without going into much more theory in this unit let me give you in more 

details by some examples, that will set the that will make you help in understanding more on 

this units; basically because most of the theory related to this unit has been discussed in the last 

unit, anyway discussing about the instruction formats, because formats means what are the 

basic structures or what are the basic components and here we are discussing on the instruction 

set how to classify based on it is functionality like data transfer, I/O, control or arithmetic logic 

right. 

So, we take a very simple example like there is 2 memory locations FF0 it has 5 and FF1 has 

the value of 7, we have to add these 2 numbers and the result has to be written in a memory 

location FF2.  
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Ok so, already such type of program we have discussed in a previous lecture previous unit, but 

here we are going to look at it more on a more from the perspective of the instruction set and 

instruction format as well as also we will look at how the memory is handled and how internal 

registers are handled and what are the control signals; it will be a same type of program now 

in more depth from the architectural concept as well as the instruction format and addressing 

mode concept. So, we are saying that the job is simple two memory location have 2 values you 

have to add them. 

(Refer Slide Time: 13:33) 

 

So; obviously the first instruction and yet we are taking a format what is the machine thing, the 

example you are solving here is a single address instruction. So, as I told you the same good 

we have seen maybe in a previous unit, but now we are going to focus more on it from the last 

2 unit the current unit and last unit perspective, that is on the addressing mode and the 

instruction set.  

So, the first one is LDA that is load accumulator FFO, so that means what? Whatever is value 

in memory location FFO will be loaded to the accumulator. So, this is a data transfer instruction 

as well as it’s a single address instruction. Single address because as I already told you single 

address instruction means, one of the operator or the operand is basically a sorry the operand 

is basically accumulator. So, it is done and then as I told you whenever one thing I missed to 

tell you basically.  
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So, whenever you are writing a code you have to assume what is the instruction what are the 

machine type. So, for example, in this case we are assuming that the architecture of the CPU 

or the machine type is a 0 sorry single address format. So, in this case one is de facto a 

accumulator then we are saying add FF1. So, what is it’s a arithmetic operation arithmetic 

instruction.  

So, it says that whatever is in the value of accumulator that is value 5 which was FF0 for will 

be added to the value which is available in FF1 and it will be stored back to register, finally 

you have to store the value of STA FF2 that is the value of the accumulator you have to store 

it to FF2 memory location. So, now accumulator has 5 +7 so it will be stored over there. So, to 

do this operation we have 2 I/O operations sorry 2 data transfer operation and 1 is A arithmetic 

operation and this machine is a single address machine. 

(Refer Slide Time: 15:16) 

. 

Now, as I told you so that now if you look at the machine code. So, as I told you machine code 

is always a binary code, but generally what happens we do not write it too much in the textual 

literature or the books or the slides, because it becomes very difficult to read and understand. 

So, we will guiltier feeling so what it says it says load FFO. So, single so this is for the opcode 

and this is for the operand single address. So, another is de facto is the accumulator which is 

not mentioned. So, maybe I am telling you that maybe this machine has 3 instructions. So, I 

think 2 bit codes were enough to do this, but let us assume that the machine has some more it 

has 16 operations to do. So, they have kept 4 bit as the size of the opcode. 
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